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2. Dimension Reduction

In [1]: import sys

import os

import pandas as pd

from sklearn.decomposition import PCA

import numpy.linalg as l

import numpy as np

from matplotlib import pyplot as plt

In [9]: #Load dataset

def load\_dataset():

df = pd.read\_csv(“D:\\Binus\\ANN\\UAS\\clustering.csv”)

features = df[[“ sepal\_length”,”sepal\_width”,”petal\_length”,”petal\_width” ]]

return features

In [3]: #apply PCA

def apply\_pca(dataset):

pca = PCA(n\_components=2)#reducing the dimension to 2

result = pca.fit\_transform(dataset)

return result

In [10]: dataset = load\_dataset()

print(dataset)

Out [10]: sepal\_length sepal\_width petal\_length petal\_width

0 5.1 3.5 1.4 0.2

1 4.9 3.0 1.4 0.2

2 4.7 3.2 1.3 0.2

3 4.6 3.1 1.5 0.2

4 5.0 3.6 1.4 0.2

5 5.4 3.9 1.7 0.4

6 4.6 3.4 1.4 0.3

7 5.0 3.4 1.5 0.2

8 4.4 2.9 1.4 0.2

9 4.9 3.1 1.5 0.1

10 7.0 3.2 4.7 1.4

11 6.4 3.2 4.5 1.5

12 6.9 3.1 4.9 1.5

13 5.5 2.3 4.0 1.3

14 6.5 2.8 4.6 1.5

15 5.7 2.8 4.5 1.3

16 6.3 3.3 4.7 1.6

17 4.9 2.4 3.3 1.0

18 6.6 2.9 4.6 1.3

19 5.2 2.7 3.9 1.4

20 6.3 3.3 6.0 2.5

21 5.8 2.7 5.1 1.9

22 7.1 3.0 5.9 2.1

23 6.3 2.9 5.6 1.8

24 6.5 3.0 5.8 2.2

25 7.6 3.0 6.6 2.1

26 4.9 2.5 4.5 1.7

27 7.3 2.9 6.3 1.8

28 6.7 2.5 5.8 1.8

29 7.2 3.6 6.1 2.5

In [11]: #compute sample covariance matrix

C = np.cov(dataset)

evals, evects = l.eig(C)

pca\_dataset = apply\_pca(dataset)

print(pca\_dataset.shape) #see the shape after applying pca

print("after dimension reduction into two: ",pca\_dataset)

Out [11]: (30, 2)

after dimension reduction into two: [[-2.75962938 -0.48854573]

[-2.81406061 -0.05403161]

[-2.98791375 -0.03793733]

[-2.85265071 0.14279299]

[-2.80408874 -0.46850044]

[-2.33668102 -0.830441 ]

[-2.91773822 -0.02990435]

[-2.70930076 -0.3318117 ]

[-3.00679671 0.38427215]

[-2.76868024 -0.10671916]

[ 1.22463279 -0.73501648]

[ 0.85219575 -0.30432241]

[ 1.39452308 -0.53394854]

[ 0.04681702 0.72966042]

[ 0.99636989 -0.13133274]

[ 0.52592032 0.41512778]

[ 1.01223248 -0.21594691]

[-0.89372792 0.9026763 ]

[ 0.96172115 -0.30474571]

[-0.14179501 0.72979138]

[ 2.42802523 0.27904353]

[ 1.28774975 0.66108599]

[ 2.53562275 -0.26839665]

[ 1.86560388 0.26607987]

[ 2.24812013 0.18629372]

[ 3.32782654 -0.48238012]

[ 0.36294911 1.27664898]

[ 2.85547056 -0.32986113]

[ 2.21331016 0.23389132]

[ 2.85397249 -0.5535224 ]]

In [12]: #compute eigenvalues/eigenvectors using eig

print("eigen value: ",evals)

print("eigen vector: ",evects)

Out [12]: eigen value: [ 1.13014122e+02+0.00000000e+00j 1.93302665e+01+0.00000000e+00j

1.60611586e-01+0.00000000e+00j 3.93510642e-15+0.00000000e+00j

-2.97982398e-15+4.37270811e-16j -2.97982398e-15-4.37270811e-16j

2.89410914e-15+0.00000000e+00j 2.18405435e-15+6.10515672e-16j

2.18405435e-15-6.10515672e-16j 2.35090887e-15+0.00000000e+00j

-2.17029456e-15+0.00000000e+00j -1.49615078e-15+8.69355924e-16j

-1.49615078e-15-8.69355924e-16j -1.85828353e-15+0.00000000e+00j

-1.45877052e-15+0.00000000e+00j -1.38437333e-15+0.00000000e+00j

1.80194593e-15+0.00000000e+00j 1.74716500e-15+0.00000000e+00j

-8.26953155e-16+2.40724304e-16j -8.26953155e-16-2.40724304e-16j

1.29729687e-15+0.00000000e+00j -3.65715503e-16+2.19954936e-16j

-3.65715503e-16-2.19954936e-16j 3.92699336e-16+3.41916494e-16j

3.92699336e-16-3.41916494e-16j -1.83783868e-16+0.00000000e+00j

1.35553452e-16+0.00000000e+00j 8.19416951e-16+0.00000000e+00j

6.84548424e-16+0.00000000e+00j 4.24174448e-16+0.00000000e+00j]

eigen vector: [[-1.67087242e-01+0.j -2.87236670e-01+0.j

9.13357598e-03+0.j 2.29796996e-01+0.j

2.15801585e-02+0.15688103j 2.15801585e-02-0.15688103j

1.17349702e-01+0.j 3.06313151e-02+0.05377136j

3.06313151e-02-0.05377136j -1.09620996e-01+0.j

1.23003742e-01+0.j -5.67801800e-02+0.24057905j

-5.67801800e-02-0.24057905j -1.25068125e-01+0.j

-1.07647905e-01+0.j 6.73586634e-02+0.j

-9.68495367e-02+0.j 9.99572403e-02+0.j

7.22652028e-02+0.0244175j 7.22652028e-02-0.0244175j

3.79909496e-02+0.j 2.52157517e-03-0.0404411j

2.52157517e-03+0.0404411j 1.18274091e-01+0.07219929j

1.18274091e-01-0.07219929j -1.06452858e-01+0.j

-1.19374503e-02+0.j -1.00023050e-01+0.j

-1.48853060e-01+0.j -1.37775657e-01+0.j ]

[-1.63829382e-01+0.j -2.39116930e-01+0.j

2.57085518e-01+0.j -1.51120544e-01+0.j

-1.49115775e-01+0.05141266j -1.49115775e-01-0.05141266j

1.48850073e-02+0.j -1.30807656e-02-0.06965809j

-1.30807656e-02+0.06965809j -1.52528110e-02+0.j

8.75036114e-02+0.j 7.36524694e-02+0.12164039j

7.36524694e-02-0.12164039j -4.76737415e-02+0.j

1.44167706e-02+0.j -2.68427939e-02+0.j

-1.03550984e-02+0.j 7.65400480e-03+0.j

8.01624409e-02+0.01674075j 8.01624409e-02-0.01674075j

-8.51081235e-03+0.j 6.73094232e-02-0.02099369j

6.73094232e-02+0.02099369j 5.22160418e-02+0.02812966j

5.22160418e-02-0.02812966j -2.62456648e-02+0.j

-3.03634146e-02+0.j -3.33470580e-02+0.j

-4.20250114e-02+0.j -3.15818784e-02+0.j ]

[-1.53700003e-01+0.j -2.61318334e-01+0.j

3.33059243e-02+0.j 2.58276369e-01+0.j

-3.17152741e-02-0.1782797j -3.17152741e-02+0.1782797j

-5.84441825e-03+0.j 2.96315358e-01+0.2545644j

2.96315358e-01-0.2545644j -1.89735532e-01+0.j

-6.19423458e-02+0.j 2.15935619e-01-0.12146123j

2.15935619e-01+0.12146123j 1.65659273e-01+0.j

2.33802199e-01+0.j -1.28870802e-01+0.j

1.53524873e-01+0.j -1.74355199e-01+0.j

-3.66518314e-02+0.0260697j -3.66518314e-02-0.0260697j

3.23609680e-02+0.j 8.34616424e-02-0.05378735j

8.34616424e-02+0.05378735j 4.59412608e-02-0.14275326j

4.59412608e-02+0.14275326j 4.53269005e-02+0.j

4.10741472e-02+0.j 1.08382742e-01+0.j

6.07056237e-02+0.j -7.58757350e-03+0.j ]

[-1.52254596e-01+0.j -2.31447115e-01+0.j

-9.18468117e-02+0.j -2.50682305e-01+0.j

2.51192157e-02+0.14127926j 2.51192157e-02-0.14127926j

-2.07339024e-01+0.j -1.14915146e-01+0.03365647j

-1.14915146e-01-0.03365647j 1.85149179e-01+0.j

2.79612788e-02+0.j -2.06678502e-01-0.04085895j

-2.06678502e-01+0.04085895j -4.74564253e-02+0.j

-1.67714711e-01+0.j 3.74273948e-01+0.j

1.28122424e-01+0.j -1.32599294e-01+0.j

-4.12644574e-01+0.j -4.12644574e-01-0.j

-3.34746604e-02+0.j -1.79029676e-01+0.0778582j

-1.79029676e-01-0.0778582j -2.21105510e-01-0.04076505j

-2.21105510e-01+0.04076505j -1.46120243e-01+0.j

-8.14799624e-02+0.j 2.03634741e-01+0.j

3.55143802e-01+0.j 1.23205913e-01+0.j ]

[-1.62396486e-01+0.j -2.93622496e-01+0.j

-1.36185370e-01+0.j 1.62687737e-02+0.j

-3.17767950e-02-0.0615564j -3.17767950e-02+0.0615564j

1.14856107e-01+0.j -1.87859659e-01-0.06941513j

-1.87859659e-01+0.06941513j 9.98759889e-02+0.j

-1.92278432e-02+0.j 1.14586811e-01-0.0315469j

1.14586811e-01+0.0315469j -1.18664107e-02+0.j

6.04743743e-02+0.j -1.62250186e-01+0.j

1.34754105e-01+0.j -1.17486189e-01+0.j

6.99207866e-02-0.01328033j 6.99207866e-02+0.01328033j

-9.13521894e-02+0.j -2.04810321e-01+0.02936108j

-2.04810321e-01-0.02936108j -5.74990958e-02-0.07300171j

-5.74990958e-02+0.07300171j 3.47144425e-02+0.j

1.01300885e-01+0.j 2.01427914e-01+0.j

-3.27339997e-02+0.j 2.31313628e-01+0.j ]

[-1.69901443e-01+0.j -2.97517403e-01+0.j

-1.43229992e-01+0.j 7.82535693e-02+0.j

-1.07697175e-02+0.09430114j -1.07697175e-02-0.09430114j

-7.35646917e-02+0.j 1.39716569e-01-0.23976266j

1.39716569e-01+0.23976266j -1.12868959e-01+0.j

-1.36280104e-01+0.j -3.33203852e-01-0.03571267j

-3.33203852e-01+0.03571267j 7.86809824e-02+0.j

-1.42242731e-01+0.j 2.58765530e-01+0.j

-5.84434026e-02+0.j 5.43903305e-02+0.j

-2.67155800e-01-0.05697555j -2.67155800e-01+0.05697555j

-8.67679203e-02+0.j -2.71474644e-01+0.12065602j

-2.71474644e-01-0.12065602j 1.03104987e-02-0.16157518j

1.03104987e-02+0.16157518j 3.49112623e-01+0.j

4.23081091e-01+0.j 1.16179106e-01+0.j

-8.16503545e-02+0.j 4.23229939e-02+0.j ]

[-1.45193298e-01+0.j -2.65391215e-01+0.j

-1.80390564e-01+0.j -9.66164655e-02+0.j

5.65795450e-03-0.02891483j 5.65795450e-03+0.02891483j

-6.97465372e-02+0.j -2.65701905e-02+0.04261136j

-2.65701905e-02-0.04261136j 1.02938329e-01+0.j

2.73719386e-02+0.j 4.34647434e-02+0.01701781j

4.34647434e-02-0.01701781j -6.47266870e-02+0.j

-1.07569184e-01+0.j -1.28009506e-01+0.j

3.67839103e-02+0.j -4.54707280e-02+0.j

2.10740931e-01+0.01357623j 2.10740931e-01-0.01357623j

-9.64096416e-02+0.j -5.88504286e-02+0.08349658j

-5.88504286e-02-0.08349658j 1.51061659e-02+0.09799042j

1.51061659e-02-0.09799042j 4.64157498e-02+0.j

-4.31245106e-03+0.j -2.19569388e-01+0.j

-1.63140238e-01+0.j 1.15163717e-01+0.j ]

[-1.64893968e-01+0.j -2.66795203e-01+0.j

-4.91608604e-02+0.j -1.05847817e-01+0.j

5.50830094e-02-0.07473378j 5.50830094e-02+0.07473378j

-8.26729810e-02+0.j -2.48669036e-02+0.01799385j

-2.48669036e-02-0.01799385j 1.00813658e-01+0.j

6.75015209e-02+0.j 3.17108649e-02-0.11595225j

3.17108649e-02+0.11595225j -1.16565146e-01+0.j

-2.52758107e-02+0.j 1.58240744e-02+0.j

-1.55860938e-01+0.j 1.95567752e-01+0.j

2.08726023e-01+0.01033934j 2.08726023e-01-0.01033934j

3.66878319e-01+0.j 2.40826152e-02-0.07343969j

2.40826152e-02+0.07343969j 2.17489952e-01-0.08584033j

2.17489952e-01+0.08584033j 2.27895187e-02+0.j

1.42757361e-01+0.j 1.41762634e-01+0.j

-1.56010203e-01+0.j -1.45545987e-01+0.j ]

[-1.45624446e-01+0.j -2.18853437e-01+0.j

-7.86078522e-03+0.j 8.11698160e-02+0.j

-2.33249302e-01-0.07374441j -2.33249302e-01+0.07374441j

-1.03165688e-01+0.j 5.88585656e-02+0.08839512j

5.88585656e-02-0.08839512j -5.91403042e-02+0.j

2.64961277e-02+0.j -1.02638498e-01+0.14985779j

-1.02638498e-01-0.14985779j 4.56348841e-02+0.j

1.49941025e-02+0.j -5.32306481e-03+0.j

-1.56414351e-01+0.j 1.60475272e-01+0.j

9.72361091e-03+0.05391716j 9.72361091e-03-0.05391716j

1.81858066e-01+0.j 2.08513119e-01-0.0214974j

2.08513119e-01+0.0214974j -1.36721033e-01+0.23158275j

-1.36721033e-01-0.23158275j 8.65393937e-03+0.j

-4.37748441e-01+0.j 6.02081157e-02+0.j

1.23263264e-01+0.j 1.34937151e-01+0.j ]

[-1.67391450e-01+0.j -2.39967910e-01+0.j

3.78636498e-02+0.j -1.84464475e-01+0.j

2.00253185e-01-0.0038683j 2.00253185e-01+0.0038683j

1.24815523e-01+0.j -1.59857984e-01-0.07417471j

-1.59857984e-01+0.07417471j 1.27090339e-02+0.j

-3.92135244e-02+0.j 4.49028180e-02-0.23380876j

4.49028180e-02+0.23380876j -3.59741690e-02+0.j

3.12951302e-02+0.j -1.46132365e-01+0.j

2.49905296e-01+0.j -2.78440260e-01+0.j

6.23604012e-02-0.02890605j 6.23604012e-02+0.02890605j

-3.95769083e-01+0.j 2.36906575e-01-0.11051424j

2.36906575e-01+0.11051424j -3.63609486e-02+0.05677025j

-3.63609486e-02-0.05677025j -1.29470952e-01+0.j

-1.62030413e-01+0.j -1.27935868e-01+0.j

1.68291966e-01+0.j 7.65414346e-02+0.j ]

[-2.22626202e-01+0.j 2.50790682e-02+0.j

2.37873146e-01+0.j -5.31656331e-02+0.j

2.49969098e-01+0.15211685j 2.49969098e-01-0.15211685j

1.88018786e-01+0.j 5.13796548e-02-0.0286856j

5.13796548e-02+0.0286856j -1.38214875e-01+0.j

-5.93820591e-01+0.j 2.38706658e-01-0.22383002j

2.38706658e-01+0.22383002j 6.24626735e-01+0.j

4.22498939e-01+0.j -2.21295000e-01+0.j

-1.25822649e-01+0.j 1.18816611e-01+0.j

2.06384516e-01+0.06865374j 2.06384516e-01-0.06865374j

-8.44275667e-02+0.j 2.39663485e-01-0.16795524j

2.39663485e-01+0.16795524j 3.85511927e-02+0.05481926j

3.85511927e-02-0.05481926j -2.42254204e-01+0.j

-1.18879163e-01+0.j -1.00350538e-01+0.j

-1.51043104e-01+0.j -1.31488186e-02+0.j ]

[-1.94545768e-01+0.j 2.16791930e-02+0.j

3.67466596e-02+0.j -1.00846279e-01+0.j

-4.66405481e-02-0.0489207j -4.66405481e-02+0.0489207j

-1.92502956e-01+0.j 5.60209755e-03-0.00987854j

5.60209755e-03+0.00987854j -1.40870718e-02+0.j

-2.21569533e-02+0.j 9.78647364e-03+0.06703958j

9.78647364e-03-0.06703958j -2.83248030e-02+0.j

1.13842343e-01+0.j -1.30363767e-01+0.j

-1.93315666e-01+0.j 1.81754082e-01+0.j

-1.69292583e-01+0.01041237j -1.69292583e-01-0.01041237j

4.00292964e-01+0.j -9.61343487e-02-0.10712716j

-9.61343487e-02+0.10712716j -1.34104603e-01+0.00956734j

-1.34104603e-01-0.00956734j -3.03620851e-01+0.j

1.15185615e-02+0.j -1.74632244e-01+0.j

1.64073065e-01+0.j -2.81185592e-01+0.j ]

[-2.17491787e-01+0.j 5.65322497e-02+0.j

1.88142573e-01+0.j -4.88111007e-03+0.j

6.27098491e-02-0.10528118j 6.27098491e-02+0.10528118j

1.36098412e-01+0.j 2.64053313e-03-0.06215431j

2.64053313e-03+0.06215431j 4.72311291e-03+0.j

3.30275116e-01+0.j 4.45838758e-02+0.17415646j

4.45838758e-02-0.17415646j -2.62972801e-01+0.j

-8.68879137e-02+0.j 4.31724813e-02+0.j

-3.62486993e-02+0.j 5.86057395e-02+0.j

-1.74141169e-01-0.0031666j -1.74141169e-01+0.0031666j

-3.02823294e-01+0.j 4.60853773e-02+0.05082785j

4.60853773e-02-0.05082785j 3.36450930e-02+0.11203886j

3.36450930e-02-0.11203886j -1.12704663e-01+0.j

-3.13447776e-02+0.j 1.81769658e-01+0.j

-9.66797321e-02+0.j -3.13920533e-02+0.j ]

[-1.71714179e-01+0.j 7.04719395e-02+0.j

2.97268603e-01+0.j 1.22013127e-01+0.j

1.26614673e-01+0.10730107j 1.26614673e-01-0.10730107j

-5.40261414e-02+0.j -6.53044733e-02-0.0028176j

-6.53044733e-02+0.0028176j 2.74958008e-01+0.j

-1.92616347e-01+0.j 7.15795648e-02-0.01019721j

7.15795648e-02+0.01019721j 2.11943279e-01+0.j

2.66486229e-01+0.j -3.29462871e-01+0.j

1.83625447e-01+0.j -1.45855206e-01+0.j

1.88347365e-01-0.02529883j 1.88347365e-01+0.02529883j

2.31936680e-01+0.j -1.98403137e-02+0.19726638j

-1.98403137e-02-0.19726638j -8.25146724e-02+0.0302495j

-8.25146724e-02-0.0302495j 2.75104679e-01+0.j

-2.53978674e-02+0.j 6.54772495e-02+0.j

1.19963577e-01+0.j 2.83588792e-01+0.j ]

[-2.02608814e-01+0.j 6.35910819e-02+0.j

3.46031521e-01+0.j 5.75175489e-02+0.j

-8.56703462e-02-0.0155744j -8.56703462e-02+0.0155744j

8.28375506e-02+0.j -2.18985501e-01+0.12285299j

-2.18985501e-01-0.12285299j 2.74221547e-01+0.j

9.74498768e-02+0.j -6.27108603e-02+0.08102914j

-6.27108603e-02-0.08102914j -1.62834271e-01+0.j

-1.59309081e-01+0.j 2.08885077e-01+0.j

1.03363003e-01+0.j -1.26169385e-01+0.j

-5.70813099e-02+0.03540525j -5.70813099e-02-0.03540525j

5.69107032e-02+0.j 2.96778312e-02+0.15314606j

2.96778312e-02-0.15314606j -2.64008570e-02-0.08935011j

-2.64008570e-02+0.08935011j 3.62436320e-01+0.j

6.41842688e-02+0.j -6.59160652e-02+0.j

-8.23048997e-02+0.j 6.26951396e-02+0.j ]

[-1.78711374e-01+0.j 6.95009598e-02+0.j

-2.84974838e-01+0.j 6.18588183e-02+0.j

-1.02621769e-01+0.0228321j -1.02621769e-01-0.0228321j

4.36847595e-01+0.j 3.44092904e-02+0.16004522j

3.44092904e-02-0.16004522j -7.54022329e-02+0.j

-6.02185810e-02+0.j -5.64731593e-02-0.12174081j

-5.64731593e-02+0.12174081j 5.00980481e-02+0.j

-1.05927113e-01+0.j 2.68401182e-02+0.j

-2.88656409e-02+0.j 3.38518225e-02+0.j

-1.25301271e-01-0.11548607j -1.25301271e-01+0.11548607j

1.95483328e-01+0.j 3.68815475e-02+0.12197426j

3.68815475e-02-0.12197426j 1.04139389e-01-0.13221987j

1.04139389e-01+0.13221987j 3.57272468e-01+0.j

2.70531463e-01+0.j 1.58845534e-01+0.j

-4.94961672e-02+0.j 9.92681106e-02+0.j ]

[-1.87661738e-01+0.j 3.57348339e-02+0.j

-1.66866723e-01+0.j 2.59683928e-01+0.j

-2.24125998e-01-0.16552646j -2.24125998e-01+0.16552646j

2.85250341e-01+0.j -4.95762958e-02-0.00413557j

-4.95762958e-02+0.00413557j 2.48135466e-02+0.j

2.33771583e-01+0.j -4.40922596e-02+0.28821408j

-4.40922596e-02-0.28821408j -1.03487805e-01+0.j

-6.02448246e-03+0.j 2.18829243e-01+0.j

-1.11663180e-01+0.j 1.23441157e-01+0.j

-2.47347739e-02+0.09175666j -2.47347739e-02-0.09175666j

-1.41260761e-01+0.j 4.93475416e-02-0.03401512j

4.93475416e-02+0.03401512j 4.28765876e-03+0.08387256j

4.28765876e-03-0.08387256j -2.21006905e-01+0.j

-1.52603901e-01+0.j -4.56411297e-01+0.j

-9.31892329e-02+0.j -1.25593610e-01+0.j ]

[-1.53775635e-01+0.j 4.89668302e-03+0.j

5.18035571e-02+0.j 1.76391395e-01+0.j

2.35347007e-03-0.03509409j 2.35347007e-03+0.03509409j

4.40119174e-02+0.j 1.06488940e-02-0.07588941j

1.06488940e-02+0.07588941j -2.85801272e-02+0.j

-4.14093524e-02+0.j 1.68387486e-01-0.10055751j

1.68387486e-01+0.10055751j 1.25972011e-01+0.j

2.00329766e-01+0.j -3.31864465e-01+0.j

-2.55229138e-01+0.j 2.75606065e-01+0.j

-6.06839096e-02-0.07115116j -6.06839096e-02+0.07115116j

2.33041625e-01+0.j 1.04816096e-01-0.04683537j

1.04816096e-01+0.04683537j 4.28304946e-01+0.j

4.28304946e-01-0.j -6.90192895e-03+0.j

9.97322816e-02+0.j -2.97041965e-01+0.j

-3.67592787e-01+0.j -6.29274856e-01+0.j ]

[-2.12927971e-01+0.j 4.94154420e-02+0.j

1.86623332e-01+0.j -1.31472059e-01+0.j

6.18568746e-02+0.00384918j 6.18568746e-02-0.00384918j

-3.56437655e-01+0.j 1.45447465e-01+0.05284623j

1.45447465e-01-0.05284623j -1.22582686e-01+0.j

5.23048919e-02+0.j -2.03649298e-02-0.0071989j

-2.03649298e-02+0.0071989j -6.17100571e-02+0.j

-6.08659000e-03+0.j -2.12644088e-02+0.j

-1.42840744e-01+0.j 1.14137805e-01+0.j

8.02794313e-03-0.13896015j 8.02794313e-03+0.13896015j

-2.25137215e-01+0.j -7.71605880e-02+0.00539818j

-7.71605880e-02-0.00539818j -2.56503753e-01-0.02916584j

-2.56503753e-01+0.02916584j 4.57546107e-03+0.j

-8.85107749e-02+0.j -1.79878257e-01+0.j

2.31224756e-01+0.j -1.08132484e-01+0.j ]

[-1.52330228e-01+0.j 3.47679020e-02+0.j

-7.33491789e-02+0.j 7.82540921e-02+0.j

1.46273015e-01-0.00310544j 1.46273015e-01+0.00310544j

1.61041835e-01+0.j 1.13363421e-01-0.0348232j

1.13363421e-01+0.0348232j -1.79141308e-01+0.j

4.52096504e-03+0.j 1.47541970e-01+0.09113527j

1.47541970e-01-0.09113527j 2.71206314e-02+0.j

5.40362358e-02+0.j 7.86497116e-02+0.j

6.06541548e-02+0.j -8.28738509e-02+0.j

2.32954581e-01-0.02246876j 2.32954581e-01+0.02246876j

7.70233473e-02+0.j 6.66462327e-02+0.04511171j

6.66462327e-02-0.04511171j -3.57037030e-01+0.15311261j

-3.57037030e-01-0.15311261j -2.71613750e-01+0.j

-3.54870203e-01+0.j -7.59714450e-02+0.j

4.20538673e-01+0.j -2.35265283e-01+0.j ]

[-1.64182936e-01+0.j 1.72559275e-01+0.j

-3.57225152e-01+0.j -1.10074049e-01+0.j

1.63791584e-01+0.03249466j 1.63791584e-01-0.03249466j

2.82375164e-02+0.j -6.96407082e-02-0.07435037j

-6.96407082e-02+0.07435037j -1.39879530e-02+0.j

-9.36364286e-03+0.j 5.56081527e-02+0.0513749j

5.56081527e-02-0.0513749j 8.63741879e-02+0.j

2.51447496e-01+0.j -1.50046593e-01+0.j

-7.11195585e-02+0.j 4.74481755e-02+0.j

-8.06004068e-02-0.14238878j -8.06004068e-02+0.14238878j

-9.33333527e-03+0.j -2.30015757e-01+0.03699644j

-2.30015757e-01-0.03699644j 9.48272683e-02-0.06540766j

9.48272683e-02+0.06540766j 4.82090477e-02+0.j

1.78809222e-01+0.j 2.61653826e-01+0.j

-1.90222319e-01+0.j 2.26351244e-01+0.j ]

[-1.65755283e-01+0.j 1.41957074e-01+0.j

-8.82727109e-02+0.j -1.61115683e-01+0.j

-2.13524171e-01-0.06865634j -2.13524171e-01+0.06865634j

-1.55003380e-01+0.j -2.96452744e-01+0.0626773j

-2.96452744e-01-0.0626773j 4.25433426e-01+0.j

2.86663025e-01+0.j -1.10425718e-01-0.03781668j

-1.10425718e-01+0.03781668j -1.71394777e-01+0.j

-1.88260091e-02+0.j 1.12400089e-01+0.j

3.73278695e-01+0.j -3.50559847e-01+0.j

-3.84555176e-02+0.08046352j -3.84555176e-02-0.08046352j

-2.62982569e-02+0.j -3.60105446e-02-0.17193174j

-3.60105446e-02+0.17193174j -4.15789571e-02+0.06822786j

-4.15789571e-02-0.06822786j -1.05987951e-01+0.j

-9.75146054e-02+0.j -5.43657654e-02+0.j

1.34551914e-02+0.j -3.05372376e-02+0.j ]

[-2.11343113e-01+0.j 1.64394428e-01+0.j

1.85789043e-01+0.j 2.76353967e-02+0.j

2.34166284e-02-0.07323818j 2.34166284e-02+0.07323818j

-1.34024330e-01+0.j -8.50021938e-02-0.20297299j

-8.50021938e-02+0.20297299j 8.51103684e-02+0.j

-1.46113025e-01+0.j 7.56861231e-03-0.02766185j

7.56861231e-03+0.02766185j 8.58734514e-02+0.j

-1.39231022e-01+0.j 2.17225896e-01+0.j

-1.53773268e-01+0.j 1.73933501e-01+0.j

-9.39451704e-02-0.09655091j -9.39451704e-02+0.09655091j

7.22950903e-02+0.j -2.45934596e-01-0.06678193j

-2.45934596e-01+0.06678193j 2.68159509e-01-0.01011444j

2.68159509e-01+0.01011444j -2.90429435e-02+0.j

3.08698766e-01+0.j 2.98753577e-01+0.j

-2.22529104e-01+0.j 2.09721849e-01+0.j ]

[-1.90513755e-01+0.j 1.58561609e-01+0.j

-3.09981475e-01+0.j 2.11251194e-01+0.j

-1.47446452e-01+0.07071762j -1.47446452e-01-0.07071762j

-3.37273049e-01+0.j 1.36432725e-01-0.02621037j

1.36432725e-01+0.02621037j 8.19103184e-03+0.j

5.32734738e-03+0.j 5.37190605e-02+0.01669236j

5.37190605e-02-0.01669236j -1.32903870e-01+0.j

-1.45563142e-01+0.j 1.96776361e-02+0.j

-8.53552317e-02+0.j 8.77583890e-02+0.j

1.42774888e-03-0.01203828j 1.42774888e-03+0.01203828j

-6.12205402e-02+0.j 3.30318998e-01+0.j

3.30318998e-01-0.j -3.51681789e-02+0.0556517j

-3.51681789e-02-0.0556517j -9.33908806e-02+0.j

-1.84608567e-01+0.j -1.67599963e-01+0.j

-7.80386659e-02+0.j -4.72539815e-02+0.j ]

[-1.84010546e-01+0.j 1.70424305e-01+0.j

-8.21957437e-02+0.j 1.77126816e-01+0.j

1.06110806e-01+0.06602072j 1.06110806e-01-0.06602072j

2.78853768e-01+0.j 1.51713021e-01-0.13602936j

1.51713021e-01+0.13602936j -2.91054330e-02+0.j

-1.21334647e-02+0.j -4.90667053e-02-0.09215638j

-4.90667053e-02+0.09215638j -1.09964632e-01+0.j

-1.95567883e-01+0.j 5.05296066e-02+0.j

-6.41679631e-02+0.j 6.86570609e-02+0.j

7.32073436e-02+0.02673761j 7.32073436e-02-0.02673761j

1.47711646e-01+0.j -7.29372725e-02-0.18487338j

-7.29372725e-02+0.18487338j -1.50993363e-01-0.03847155j

-1.50993363e-01+0.03847155j -2.07535705e-01+0.j

-1.51650590e-01+0.j 3.12397445e-01+0.j

2.95234052e-01+0.j 1.13518707e-01+0.j ]

[-2.35657926e-01+0.j 2.18837971e-01+0.j

5.96686523e-02+0.j -1.93451726e-01+0.j

-2.50186048e-01+0.0128301j -2.50186048e-01-0.0128301j

1.21078616e-01+0.j 1.14844528e-03+0.15833099j

1.14844528e-03-0.15833099j -1.46492704e-01+0.j

8.86734808e-03+0.j -2.46439142e-01+0.07865728j

-2.46439142e-01-0.07865728j -1.45611638e-01+0.j

-1.68059351e-01+0.j 1.87097756e-01+0.j

2.98439476e-01+0.j -2.86581697e-01+0.j

-2.98929783e-01-0.05355629j -2.98929783e-01+0.05355629j

-1.94351448e-01+0.j -2.73880010e-01+0.11920649j

-2.73880010e-01-0.11920649j 7.89475183e-02-0.09148666j

7.89475183e-02+0.09148666j 1.93012504e-01+0.j

2.46253772e-01+0.j -6.12732413e-02+0.j

-1.56810201e-01+0.j -9.18583228e-03+0.j ]

[-1.36052174e-01+0.j 1.20428676e-01+0.j

-2.99482303e-01+0.j 9.13850333e-02+0.j

8.11455703e-02+0.03796446j 8.11455703e-02-0.03796446j

-5.65508538e-02+0.j 8.07545288e-02+0.04145732j

8.07545288e-02-0.04145732j -9.92325493e-02+0.j

-2.81099063e-01+0.j 3.39271137e-01+0.j

3.39271137e-01-0.j 3.06599062e-01+0.j

4.34882842e-01+0.j -2.85431227e-01+0.j

-1.85104180e-01+0.j 1.88623592e-01+0.j

3.47366812e-01+0.18940212j 3.47366812e-01-0.18940212j

2.57431172e-02+0.j 2.56544175e-01+0.00507129j

2.56544175e-01-0.00507129j 1.49035742e-01+0.19688992j

1.49035742e-01-0.19688992j 2.07448726e-01+0.j

-1.87757064e-01+0.j -2.00776942e-01+0.j

-6.78440819e-02+0.j -5.62683145e-02+0.j ]

[-2.33908311e-01+0.j 2.01440430e-01+0.j

-9.42141576e-02+0.j -4.00936340e-01+0.j

1.31633559e-01+0.00670629j 1.31633559e-01-0.00670629j

-2.32615934e-01+0.j -2.93564670e-01+0.08813501j

-2.93564670e-01-0.08813501j 3.66878927e-01+0.j

-2.47820903e-01+0.j -4.09110647e-02-0.03631382j

-4.09110647e-02+0.03631382j 2.85887673e-01+0.j

1.41575153e-01+0.j -2.44149585e-01+0.j

4.43025535e-01+0.j -4.48038600e-01+0.j

1.62130620e-01+0.0467609j 1.62130620e-01-0.0467609j

-2.53004853e-01+0.j -1.93067015e-04+0.01466503j

-1.93067015e-04-0.01466503j -1.48790751e-01-0.10004876j

-1.48790751e-01+0.10004876j -1.20628260e-01+0.j

-3.97201941e-02+0.j 1.05993057e-01+0.j

2.73194518e-01+0.j -1.53899480e-01+0.j ]

[-2.10772513e-01+0.j 2.02964417e-01+0.j

1.37577712e-01+0.j 4.31206851e-01+0.j

-3.52818198e-01-0.02563921j -3.52818198e-01+0.02563921j

1.27571964e-01+0.j 4.11178098e-01+0.j

4.11178098e-01-0.j -5.36156941e-01+0.j

2.74750423e-01+0.j -1.40230546e-01-0.06368622j

-1.40230546e-01+0.06368622j -2.41190190e-01+0.j

-1.17604029e-01+0.j 3.84077302e-02+0.j

-3.39542355e-01+0.j 3.07813424e-01+0.j

1.31528436e-01+0.11570782j 1.31528436e-01-0.11570782j

5.16425086e-02+0.j -6.84557225e-04+0.00262691j

-6.84557225e-04-0.00262691j 5.25125909e-02+0.02785113j

5.25125909e-02-0.02785113j 2.63455631e-02+0.j

-2.84304437e-02+0.j 8.62387170e-02+0.j

-4.92467725e-02+0.j 2.34483211e-01+0.j ]

[-1.96649918e-01+0.j 1.35076216e-01+0.j

-3.95097923e-02+0.j -2.50920631e-01+0.j

4.22077405e-01+0.j 4.22077405e-01-0.j

-1.89953702e-01+0.j -3.54769758e-02-0.06579391j

-3.54769758e-02+0.06579391j -5.70867043e-02+0.j

2.34054264e-01+0.j -1.52016517e-02-0.07229163j

-1.52016517e-02+0.07229163j -1.75058480e-01+0.j

-3.53144102e-01+0.j 2.41920641e-01+0.j

2.47057606e-02+0.j -2.42172173e-02+0.j

-6.64496979e-02+0.0080651j -6.64496979e-02-0.0080651j

1.57996814e-01+0.j 1.01567137e-01+0.03453141j

1.01567137e-01-0.03453141j 6.27381576e-03-0.08602537j

6.27381576e-03+0.08602537j 1.98245148e-01+0.j

1.03627803e-01+0.j -4.54231942e-02+0.j

4.29289640e-02+0.j 6.74601245e-02+0.j ]]

In [13]: #showing the visualization after the dimension is reduced to 2

plt.imshow(pca\_dataset)

plt.show()

Out [13]:

![](data:image/png;base64,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)

1. SOM (cluster)

In [1]: from \_\_future\_\_ import division

import numpy as np

from matplotlib import pyplot as plt

from matplotlib import patches as patches

In [8]: #set weight

w1 = np.array([np.ones(1)\*1, np.ones(1)\*1,np.ones(1)\*-1])

w2 = np.array([np.ones(1)\*2, np.ones(1)\*1,np.ones(1)\*1])

w3 = np.array([np.ones(1)\*-1, np.ones(1)\*2,np.ones(1)\*-3])

w4 = np.array([np.ones(1)\*1, np.ones(1)\*2,np.ones(1)\*3])

w5 = np.array([np.ones(1)\*1, np.ones(1)\*1,np.ones(1)\*3])

w1 = np.hstack(w1)

w2 = np.hstack(w2)

w3 = np.hstack(w3)

w4 = np.hstack(w4)

w5 = np.hstack(w5)

weight = np.array((w1,w2,w3,w4,w5))

#weight = weight.transpose()

Out [8]:

[[ 1. 1. -1.]

[ 2. 1. 1.]

[-1. 2. -3.]

[ 1. 2. 3.]

[ 1. 1. 3.]]

In [22]: # create a dataset with 2 clusters and 2 features

raw\_data1=np.array([np.ones(1)\*1,np.ones(1)\*2,np.ones(1)\*-1])

raw\_data2=np.array([np.ones(1)\*-1,np.ones(1)\*3,np.ones(1)\*-2])

raw\_data=np.hstack((raw\_data1, raw\_data2))

raw\_data=(raw\_data + weight\*0.2)

In [29]: # create map dimension

network\_dimensions = np.array([5, 5])

n\_iterations = 1000

init\_learning\_rate = 0.5

normalise\_data = True

# if True, assume all data on common scale

# if False, normalise to [0 1] range along each column

normalise\_by\_column = False

# establish variables based on data

m = raw\_data.shape[0]

n = raw\_data.shape[1]

# initial neighbourhood radius

init\_radius = max(network\_dimensions[0], network\_dimensions[1]) / 2

# radius decay parameter

time\_constant = n\_iterations / np.log(init\_radius)

data = raw\_data

In [50]: # check if data needs to be normalised

if normalise\_data:

if normalise\_by\_column:

# normalise along each column

col\_maxes = raw\_data.max(axis=0)

data = raw\_data / col\_maxes[np.newaxis, :]

else:

# normalise entire dataset

data = raw\_data / data.max()

# setup random weights between 0 and 1

# weight matrix needs to be one m-dimensional vector for each neuron in the SOM

net = np.random.random((network\_dimensions[0], network\_dimensions[1], m))

In [50]: #find best matching unit or neuron winner, calculating Euclidean distance to find the nearest path to the x neuron.

def find\_bmu(t, net, m):

"""

Find the best matching unit for a given vector, t, in the SOM

Returns: a (bmu, bmu\_idx) tuple where bmu is the high-dimensional BMU

and bmu\_idx is the index of this vector in the SOM

"""

bmu\_idx = np.array([0, 0])

# set the initial minimum distance to a huge number

min\_dist = np.iinfo(np.int).max

# calculate the high-dimensional distance between each neuron and the input

for x in range(net.shape[0]):

for y in range(net.shape[1]):

w = net[x, y, :].reshape(m, 1)

# don't bother with actual Euclidean distance, to avoid expensive sqrt operation

sq\_dist = np.sum((w - t) \*\* 2)

if sq\_dist < min\_dist:

min\_dist = sq\_dist

bmu\_idx = np.array([x, y])

# get vector corresponding to bmu\_idx

bmu = net[bmu\_idx[0], bmu\_idx[1], :].reshape(m, 1)

# return the (bmu, bmu\_idx) tuple

return (bmu, bmu\_idx)

In [89]: #decay radius

def decay\_radius(initial\_radius, i, time\_constant):

return initial\_radius \* np.exp(-i / time\_constant)

In [93]: #decay learning rate

def decay\_learning\_rate(initial\_learning\_rate, i, n\_iterations):

return initial\_learning\_rate \* np.exp(-i / n\_iterations)

In [97]: #calculate for neighbour strength

def calculate\_influence(distance, radius):

return np.exp(-distance / (2\* (radius\*\*2)))

for i in range(n\_iterations):

#print('Iteration %d' % i)

# select a training example at random

t = data[:, np.random.randint(0, n)].reshape(np.array([m, 1]))

# find its Best Matching Unit

bmu, bmu\_idx = find\_bmu(t, net, m)

#init

r = 1

l = 1

# now we know the BMU, update its weight vector to move closer to input

# and move its neighbours in 2-D space closer

# by a factor proportional to their 2-D distance from the BMU

for x in range(net.shape[0]):

for y in range(net.shape[1]):

w = net[x, y, :].reshape(m, 1)

# get the 2-D distance (again, not the actual Euclidean distance)

w\_dist = np.sum((np.array([x, y]) - bmu\_idx) \*\* 2)

# if the distance is within the current neighbourhood radius

if w\_dist <= r\*\*2:

# calculate the degree of influence (based on the 2-D distance)

influence = calculate\_influence(w\_dist, r)

# now update the neuron's weight using the formula:

# new w = old w + (learning rate \* influence \* delta)

# where delta = input vector (t) - old w

new\_w = w + (l \* influence \* (t - w))

# commit the new weight

net[x, y, :] = new\_w.reshape(1, 3)

In [133]: #show the visualization

fig = plt.figure()

# setup axes

ax = fig.add\_subplot(111, aspect='equal')

ax.set\_xlim((0, net.shape[0]+1))

ax.set\_ylim((0, net.shape[1]+1))

ax.set\_title('Self-Organising Map after %d iterations' % n\_iterations)

# The Plot can be seen asa compression of the 3000x3 dataset into a 5x5x3 map

# plot the rectangles

for x in range(1, net.shape[0] + 1):

for y in range(1, net.shape[1] + 1):

ax.add\_patch(patches.Rectangle((x-0.5, y-0.5), 1, 1,

facecolor=net[x-1,y-1,:],

edgecolor='none'))

plt.show()

1. CNN
2. [2%] Why LeNet-5 is said consist of 5-layer networks? Please explain it!

**First Layer:**

The input for LeNet-5 is a 32×32 grayscale image which passes through the first convolutional layer with 6 feature maps or filters having size 5×5 and a stride of one. The image dimensions changes from 32x32x1 to 28x28x6.

**Second Layer:**

Then the LeNet-5 applies average pooling layer or sub-sampling layer with a filter size 2×2 and a stride of two. The resulting image dimensions will be reduced to 14x14x6.

**Third Layer:**

Next, there is a second convolutional layer with 16 feature maps having size 5×5 and a stride of 1. In this layer, only 10 out of 16 feature maps are connected to 6 feature maps of the previous layer.

The main reason is to break the symmetry in the network and keeps the number of connections within reasonable bounds. That’s why the number of training parameters in this layers are 1516 instead of 2400 and similarly, the number of connections are 151600 instead of 240000.

**Fourth Layer:**

The fourth layer (S4) is again an average pooling layer with filter size 2×2 and a stride of 2. This layer is the same as the second layer (S2) except it has 16 feature maps so the output will be reduced to 5x5x16.

**Fifth Layer:**

The fifth layer (C5) is a fully connected convolutional layer with 120 feature maps each of size 1×1. Each of the 120 units in C5 is connected to all the 400 nodes (5x5x16) in the fourth layer S4.

**Sixth Layer:**

The sixth layer is a fully connected layer (F6) with 84 units.

1. [2%] Why in C1 there is 28x28 image pixels? Please sketch the process!

The input for LeNet-5 is a 32×32 grayscale image which passes through the first convolutional layer with 6 feature maps or filters having size 5×5 and a stride of one. The image dimensions changes from 32x32x1 to 28x28x6.

1. [2%] Why in S2 there is 14x14 image pixels? Please draw the process!
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1. [2%] How many numbers of CNN weights in C1 and C3?

C1 weights = 5x5x1x6 = 150

C3 weights = 5x5x6x10 = 1500

C1 + C3 Weights = 1650.

# Download Data Set & Normalize

import os

os.environ['KERAS\_BACKEND'] = 'tensorflow'

from keras.datasets import mnist #28x28

from keras.utils import np\_utils

# Load dataset as train and test sets

(x\_train, y\_train), (x\_test, y\_test) = mnist.load\_data()

# Set numeric type to float32 from uint8

x\_train = x\_train.astype("float32")

x\_test = x\_test.astype("float32")

# Normalize value to [0, 1]

x\_train /= 255

x\_test /= 255

# Transform lables to one-hot encoding

y\_train = np\_utils.to\_categorical(y\_train, 10)

y\_test = np\_utils.to\_categorical(y\_test, 10)

# Reshape the dataset into 4D array

x\_train = x\_train.reshape(x\_train.shape[0], 28,28,1)

x\_test = x\_test.reshape(x\_test.shape[0], 28,28,1)

**Define LeNet-5 Model**

In [6]:

from keras.models import Sequential

from keras import models, layers

import keras

#Instantiate an empty model

model = Sequential()

# C1 Convolutional Layer

model.add(layers.Conv2D(6, kernel\_size=(5, 5), strides=(1, 1), activation="tanh", input\_shape=(28,28,1), padding="same"))

# S2 Pooling Layer

model.add(layers.AveragePooling2D(pool\_size=(2, 2), strides=(1, 1), padding="valid"))

# C3 Convolutional Layer

model.add(layers.Conv2D(16, kernel\_size=(5, 5), strides=(1, 1), activation="tanh", padding="valid"))

# S4 Pooling Layer

model.add(layers.AveragePooling2D(pool\_size=(2, 2), strides=(2, 2), padding="valid"))

# C5 Fully Connected Convolutional Layer --> matrix

model.add(layers.Conv2D(120, kernel\_size=(5, 5), strides=(1, 1), activation="tanh", padding="valid"))

#Flatten the CNN output so that we can connect it with fully connected layers

model.add(layers.Flatten())

# FC6 Fully Connected Layer --> vectoe

model.add(layers.Dense(84, activation="tanh"))

#Output Layer with softmax activation

model.add(layers.Dense(10, activation="softmax"))

# Compile the model

model.compile(loss=keras.losses.categorical\_crossentropy, optimizer="SGD", metrics=["accuracy"])

# Model training

In [7]:

hist = model.fit(x=x\_train,y=y\_train, epochs=10, batch\_size=128, validation\_data=(x\_test, y\_test), verbose=1)

Out [7]:

Train on 60000 samples, validate on 10000 samples

Epoch 1/10

60000/60000 [==============================] - 8s 137us/step - loss: 0.7323 - accuracy: 0.8054 - val\_loss: 0.3543 - val\_accuracy: 0.9030

Epoch 2/10

60000/60000 [==============================] - 6s 96us/step - loss: 0.3223 - accuracy: 0.9093 - val\_loss: 0.2703 - val\_accuracy: 0.9277

Epoch 3/10

60000/60000 [==============================] - 6s 98us/step - loss: 0.2608 - accuracy: 0.9262 - val\_loss: 0.2285 - val\_accuracy: 0.9372

Epoch 4/10

60000/60000 [==============================] - 6s 100us/step - loss: 0.2247 - accuracy: 0.9363 - val\_loss: 0.2020 - val\_accuracy: 0.9442

Epoch 5/10

60000/60000 [==============================] - 6s 100us/step - loss: 0.1989 - accuracy: 0.9441 - val\_loss: 0.1795 - val\_accuracy: 0.9503

Epoch 6/10

60000/60000 [==============================] - 6s 99us/step - loss: 0.1783 - accuracy: 0.9493 - val\_loss: 0.1628 - val\_accuracy: 0.9548

Epoch 7/10

60000/60000 [==============================] - 6s 99us/step - loss: 0.1611 - accuracy: 0.9547 - val\_loss: 0.1473 - val\_accuracy: 0.9587

Epoch 8/10

60000/60000 [==============================] - 6s 100us/step - loss: 0.1463 - accuracy: 0.9593 - val\_loss: 0.1356 - val\_accuracy: 0.9628

Epoch 9/10

60000/60000 [==============================] - 6s 100us/step - loss: 0.1339 - accuracy: 0.9621 - val\_loss: 0.1237 - val\_accuracy: 0.9660

Epoch 10/10

60000/60000 [==============================] - 6s 98us/step - loss: 0.1230 - accuracy: 0.9660 - val\_loss: 0.1150 - val\_accuracy: 0.9667

# Evaluate the Model

In [9]:

test\_score = model.evaluate(x\_test, y\_test)

print("Test loss {:.4f}, accuracy {:.2f}%".format(test\_score[0], test\_score[1] \* 100))

Out [9]:

10000/10000 [==============================] - 1s 111us/step

Test loss 0.1150, accuracy 96.67%

# Visualize the Training Process

In [17]:

import matplotlib.pyplot as plt

f, ax = plt.subplots()

ax.plot([None] + hist.history["accuracy"], "o-")

ax.plot([None] + hist.history["val\_accuracy"], "x-")

# Plot legend and use the best location automatically: loc = 0.

ax.legend(["Train acc", "Validation acc"], loc = 0)

ax.set\_title("Training/Validation acc per Epoch")

ax.set\_xlabel("Epoch")

ax.set\_ylabel("acc")

Out [17]:

Text(0, 0.5, 'acc')
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In [18]:

import matplotlib.pyplot as plt

f, ax = plt.subplots()

ax.plot([None] + hist.history["loss"], "o-")

ax.plot([None] + hist.history["val\_loss"], "x-")

# Plot legend and use the best location automatically: loc = 0.

ax.legend(["Train Loss", "Validation Loss"], loc = 0)

ax.set\_title("Training/Validation Loss per Epoch")

ax.set\_xlabel("Epoch")

ax.set\_ylabel("Loss")

Out [18]:

Text(0, 0.5, 'Loss')
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1. CNN

## Load Data

In [1]: import numpy

import skimage.data

from skimage import io

In [6]:dataset = []

In [7]:dataset = numpy.array([[

[1, 0, 1, 1, 1, 1, 1, 1, 0, 1],

[1, 0, 1, 1, 1, 1, 1, 1, 1, 1],

[1, 0, 1, 1, 1, 1, 1, 1, 1, 1],

[1, 0, 0, 0, 0, 0, 0, 1, 1, 1],

[1, 0, 1, 0, 0, 0, 0, 1, 1, 1],

[1, 0, 0, 0, 0, 0, 0, 1, 1, 1],

[1, 0, 1, 0, 0, 0, 0, 1, 1, 1],

[1, 1, 0, 0, 0, 0, 0, 0, 0, 0],

[1, 0, 1, 1, 1, 1, 1, 1, 1, 1],

[1, 0, 1, 1, 1, 1, 1, 1, 1, 1]

]])

## Preparing Filters

In [8]:

l1\_filter = numpy.zeros((2,3,3))

In [9]:

l1\_filter[0, :, :] = numpy.array([[[0, 0.25, 0],

[0.25, 0.25, 0.25],

[0, 0.25, 0]]])

In [10]:

l1\_filter[1, :, :] = numpy.array([[[1, 0, -1],

[1, 0, -1],

[1, 0, -1]]])

l1\_filter.shape

## Convolution

In [11]:

def conv(dataset, conv\_filter):

if len(dataset.shape) != len(conv\_filter.shape) - 1: # Check whether number of dimensions is the same

print("Error: Number of dimensions in conv filter and image do not match.")

exit()

if len(dataset.shape) > 2 or len(conv\_filter.shape) > 3: # Check if number of image channels matches the filter depth.

if dataset.shape[-1] != conv\_filter.shape[-1]:

print("Error: Number of channels in both image and filter must match.")

if conv\_filter.shape[1] != conv\_filter.shape[2]: # Check if filter dimensions are equal.

print('Error: Filter must be a square matrix. I.e. number of rows and columns must match.')

if conv\_filter.shape[1]%2==0: # Check if filter diemnsions are odd.

print('Error: Filter must have an odd size. I.e. number of rows and columns must be odd.')

# An empty feature map to hold the output of convolving the filter(s) with the dataset.

feature\_maps = numpy.zeros((dataset.shape[0]-conv\_filter.shape[1]+1,

dataset.shape[1]-conv\_filter.shape[1]+1,

conv\_filter.shape[0]))

# Convolving the dataset by the filter(s).

for filter\_num in range(conv\_filter.shape[0]):

print("Filter ", filter\_num + 1)

curr\_filter = conv\_filter[filter\_num, :] # getting a filter from the bank.

"""

Checking if there are mutliple channels for the single filter.

If so, then each channel will convolve the image.

The result of all convolutions are summed to return a single feature map.

"""

if len(curr\_filter.shape) > 2:

conv\_map = conv\_(dataset[:, :, 0], curr\_filter[:, :, 0]) # Array holding the sum of all feature maps.

for ch\_num in range(1, curr\_filter.shape[-1]): # Convolving each channel with the image and summing the results.

conv\_map = conv\_map + conv\_(dataset[:, :, ch\_num],

curr\_filter[:, :, ch\_num])

else: # There is just a single channel in the filter.

conv\_map = conv\_(dataset, curr\_filter)

feature\_maps[:, :, filter\_num] = conv\_map # Holding feature map with the current filter.

return feature\_maps # Returning all feature maps.

def conv\_(dataset, conv\_filter):

filter\_size = conv\_filter.shape[1]

result = numpy.zeros((dataset.shape))

#Looping through the image to apply the convolution operation.

for r in numpy.uint16(numpy.arange(filter\_size/2.0,

dataset.shape[0]-filter\_size/2.0+1)):

for c in numpy.uint16(numpy.arange(filter\_size/2.0,

dataset.shape[1]-filter\_size/2.0+1)):

"""

Getting the current region to get multiplied with the filter.

How to loop through the dataset and get the region based on

the dataset and filer sizes is the most tricky part of convolution.

"""

curr\_region = dataset[r-numpy.uint16(numpy.floor(filter\_size/2.0)):r+numpy.uint16(numpy.ceil(filter\_size/2.0)),

c-numpy.uint16(numpy.floor(filter\_size/2.0)):c+numpy.uint16(numpy.ceil(filter\_size/2.0))]

#Element-wise multipliplication between the current region and the filter.

curr\_result = curr\_region \* conv\_filter

conv\_sum = numpy.sum(curr\_result) #Summing the result of multiplication.

result[r, c] = conv\_sum #Saving the summation in the convolution layer feature map.

#Clipping the outliers of the result matrix.

final\_result = result[numpy.uint16(filter\_size/2.0):result.shape[0]-numpy.uint16(filter\_size/2.0),

numpy.uint16(filter\_size/2.0):result.shape[1]-numpy.uint16(filter\_size/2.0)]

return final\_result

In [12]:

l1\_feature\_map = conv(dataset, l1\_filter)

l1\_feature\_map.shape

In [13]:

for i in range(2):

dataset = l1\_feature\_map[:,:,i]

io.imshow(dataset)

io.show()

## Relu Activation Function

In [14]:

def relu(feature\_map):

#Preparing the output of the ReLU activation function.

relu\_out = numpy.zeros(feature\_map.shape)

for map\_num in range(feature\_map.shape[-1]):

for r in numpy.arange(0,feature\_map.shape[0]):

for c in numpy.arange(0, feature\_map.shape[1]):

relu\_out[r, c, map\_num] = numpy.max([feature\_map[r, c, map\_num], 0])

return relu\_out

In [15]:

l1\_feature\_map\_relu = relu(l1\_feature\_map)

l1\_feature\_map\_relu.shape

for i in range(2):

dataset = l1\_feature\_map\_relu[:,:,i]

io.imshow(dataset)

io.show()

## Max Pooling Step

In [16]:

def pooling(feature\_map, size=2, stride=2):

#Preparing the output of the pooling operation.

pool\_out = numpy.zeros((numpy.uint16((feature\_map.shape[0]-size+1)/stride+1),

numpy.uint16((feature\_map.shape[1]-size+1)/stride+1),

feature\_map.shape[-1]))

for map\_num in range(feature\_map.shape[-1]):

r2 = 0

for r in numpy.arange(0,feature\_map.shape[0]-size+1, stride):

c2 = 0

for c in numpy.arange(0, feature\_map.shape[1]-size+1, stride):

pool\_out[r2, c2, map\_num] = numpy.max([feature\_map[r:r+size, c:c+size, map\_num]])

c2 = c2 + 1

r2 = r2 +1

return pool\_out

In [17]:

l1\_feature\_map\_relu\_pool = pooling(l1\_feature\_map\_relu, 2, 2)

l1\_feature\_map\_relu\_pool.shape

In [18]:

for i in range(2):

dataset = l1\_feature\_map\_relu\_pool[:,:,i]

io.imshow(dataset)

io.show()

## Stacking Layers

In [19]:

# Second conv layer

l2\_filter = numpy.random.rand(3, 5, 5, l1\_feature\_map\_relu\_pool.shape[-1])

print("\n\*\*Working with conv layer 2\*\*")

l2\_feature\_map = conv(l1\_feature\_map\_relu\_pool, l2\_filter)

print("\n\*\*ReLU\*\*")

l2\_feature\_map\_relu = relu(l2\_feature\_map)

print("\n\*\*Pooling\*\*")

l2\_feature\_map\_relu\_pool = pooling(l2\_feature\_map\_relu, 2, 2)

print("\*\*End of conv layer 2\*\*\n")

In [20]:

for i in range(3):

dataset = l2\_feature\_map\_relu\_pool[:,:,i]

io.imshow(dataset)

io.show()

In [21]:

# Third conv layer

l3\_filter = numpy.random.rand(1, 7, 7, l2\_feature\_map\_relu\_pool.shape[-1])

print("\n\*\*Working with conv layer 3\*\*")

l3\_feature\_map = conv(l2\_feature\_map\_relu\_pool, l3\_filter)

print("\n\*\*ReLU\*\*")

l3\_feature\_map\_relu = relu(l3\_feature\_map)

print("\n\*\*Pooling\*\*")

l3\_feature\_map\_relu\_pool = pooling(l3\_feature\_map\_relu, 2, 2)

print("\*\*End of conv layer 3\*\*\n")

In [22]:

for i in range(1):

dataset = l3\_feature\_map\_relu\_pool[:,:,i]

io.imshow(dataset)

io.show()

Notes: Terimakasih kepada pak Agung yg telah mengajarkan saya matakuliah Artificial Neural Network. Saya beruntung dapat dosen seperti bapak yang mengajarkan materi ini dengan sangat jelas dan baik.